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## Application Purpose:

I have created an android application – *CarSpotter –* aimed at users who like cars, and enjoy going to car meets, local racing events, etc. The purpose of the application is to allow users to collect real life cars in the app, building up a collection of the special cars they have seen in real life, so that they can browse through this collection, and remember the moment when they saw an awesome car.

## Development Process:

The development process for this applications started with me often asking my Dad and I, “Have I seen one of those in the flesh, I think I have?”, referring to whether or not we had seen a car in real life before. I then came up with the idea for an app that would allow someone to keep track of this, and started with some basic wireframes. I looked to apps such as *Pokémon Go* for inspiration, as I was interested in gamifying my app with achievements and other features.

In terms of actual development, I created a Trello board to use as a Kanban board, and put all mandatory and grade bearing requirements on the board as stories/features/backlog items. Progress was slow initially, with most of my apps development being completed over the term 1 university break.

Having completed the app, I am happy with the end result. Unfortunately I was unable to complete the achievements functionality, and was unable to style the app to a level that I would be perfectly happy with. This leaves plenty of room for future development and polishing.

## Requirement enumeration:

1. Compose your app out of at least three screens, where a screen is either an Activity spawned via an explicit Intent, or a Fragment with a full screen layout.

*CarSpotter* is composed of five screens in total:

* A splash screen as an entry point for the app
* A Collection screen that display’s cars a user has ‘spotted’
* A Spotting screen that allows a user to add a new car to their collection
* An achievements screen that was unable to be implemented, and has no current functionality
* A more details screen, that allows a user to view the photo attached to a car, and find out more details about the car in their collection

These screens can all be seen in the screenshots below:

SCREENSHOTS

1. Invoke at least one other app on the system via an implicit Intent.

A web browser is invoked when clicking a button on the more details view to find out more details about a car using Wikipedia.

SCREENSHOT

1. Include a list view, preferably using RecyclerView.

I used a RecyclerView to display the cars in a user’s collection on the Collection screen.

SCREENSHOTS

1. Compose your list view using a custom adapter whose view creation method uses a custom layout

The custom adapter and custom layout for the recycler view adapter can be seen in the screenshots below.

SCREENSHOTS

1. Include at least five different kinds of widgets besides a list view (buttons, textboxes, checkboxes, labels, and so on) in the user interface, and handle their interactions with event listeners.

I have used various widgets throughout the application. Below is a screenshot of the More Details screen, which utilises labels, textboxes, a checkbox, an image view, and two buttons.

SCREENSHOT

1. Use at least two different layout groups (e.g. Constraint Layout and LinearLayout) to organise your widgets.

Most of the layout groups in my application are ConstraintLayouts, however there is also a linear layout used in REPLACE WITH FILE THAT ITS IN

SCREENSHOTS

1. Support both landscape and portrait orientations in all views. In other words, all widgets should be able to be made fully visible in either orientation. This may happen automatically given your layout manager, or you may use a ScrollView, or you may specify two separate layouts.

Screenshots of all my main views in landscape mode can be seen below. For the most part this was automatically achieved due to using constraint layouts, however I did have to use a ScrollView for the more details screen.

SCREENSHOTS

1. Provide separate landscape and portrait layout resources for at least one of the views.

I have created a separate landscape layout for the more details screen, that is a gallery view for just displaying the photo attached to a car.

SCREENSHOTS

1. Use string resources for all static text on the user interface.

All static text on the user interface uses string resources specified in the below file.

SCREENSHOT

1. Provide default definitions for your string resources in English. Provide definitions for one other language. (Use your favourite online translator if necessary.)

German translations provided.

SCREENSHOTS

1. Use a Toast message or dialog to alert or interact with the user.

If a user attempts to add a car leaving either the make, model, or year field blank, a Toast message appears.

SCREENSHOT

1. Use an AsyncTask to trigger some computation without blocking the user interface.

I instead used the more modern coroutines to trigger Room database transactions without blocking the UI. A snippet from one example of this is seen below.

SCREENSHOT

1. Share a plan for your app before Saturday of week 2 in a post on #project1 in Slack – before you’ve written any code or created any layouts. Include hand-drawn sketches or wireframes.

SCREENSHOT

1. Share an update of your work before Saturday of week 3 in a post on #project1 in Slack. Include screenshots.

SCREENSHOT

1. Share an update of your work before Saturday of week 4 in a post on #project1 in Slack. Include screenshots.

SCREENSHOT

1. Share an update of your work before Saturday of week 5 in a post on #project1 in Slack. Include screenshots.

SCREENSHOT

1. Share an update of your work before Saturday of week 6 in a post on #project1 in Slack. Include screenshots.

SCREENSHOT

1. Incorporate an animation into your UI, preferably one specified in XML. We will not discuss these in lecture. You should be able to find out more information on the Android developer website.

When the car spotting form is unable to be submitted due to some fields being left blank, the ‘Add to collection’ button shakes according to the following xml animation.

SCREENSHOT

1. Incorporate some other Android feature not mentioned above into your app.

I have implemented a Room database to persist a user’s car collection. Some screenshots of this implementation can be seen below.

SCREENSHOTS

1. Incorporate some other Android feature not mentioned above into your app.

I have implemented photo support into my application. A user is able to attach a photo to a car they are adding using a file picker, and that photo is then displayed when clicking on the more details view.

Another feature that could be considered extra feature for requirements 19 or 20 is the bottom navigation menu.